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1. Introduction 

 

The global shift toward remote work and virtual education 

has dramatically transformed how individuals communicate, 

collaborate, and engage in technical or academic activities. 

While this transition has encouraged widespread adoption of 

platforms like Google Meet, Microsoft Teams, and Zoom, it 

has also exposed limitations in existing technologies, 

particularly when it comes to real-time collaborative software 

development. These video conferencing tools are effective 

for general meetings, presentations, and classroom sessions, 

but they fall short in providing integrated environments for 

collaborative coding. Conversely, code-sharing platforms 

such as CodePen, JSFiddle, and Replit are designed with a 

focus on programming collaboration. However, these 

platforms typically lack integrated audio/video 

communication features, making real-time interaction 

cumbersome and disjointed. This gap in existing solutions 

has inspired the development of "Connect Together," a web-

based platform designed specifically to bridge the divide 

between video communication and collaborative coding. The 

platform aims to provide a seamless environment where users 

can engage in live video calls while simultaneously working 

together on code in a shared development space. The primary 

goal is to support scenarios such as technical interviews, pair 

programming, group coding workshops, and tutoring 

sessions, where effective communication and real-time code 

collaboration are essential. The architecture of "Connect 

Together" focuses on three foundational pillars: accessibility, 

modularity, and ease of deployment. Accessibility ensures 

that users across various devices and internet conditions can 

reliably use the platform. Modularity makes the system 

flexible, allowing components to be updated or replaced 

without disrupting the entire application. Ease of deployment 

is particularly advantageous for educational institutions, 

coding boot camps, and startups that require lightweight and 

scalable solutions without significant infrastructure 

investment. Traditional platforms and earlier academic 

efforts have typically treated real-time communication and 

collaboration as separate domains. For example, video 
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conferencing tools are centered around voice and video 

transmission, often leveraging technologies like WebRTC 

(Web Real-Time Communication), which enables peer-to-

peer media exchange directly within web browsers without 

needing plugins. WebRTC has become the industry standard 

for low-latency media transmission and is extensively 

documented in research and industry whitepapers. On the 

other side of the spectrum, real-time collaborative code 

editors rely on techniques to maintain consistency across 

users' sessions. Two popular approaches are Operational 

Transformation (OT) and Conflict-Free Replicated Data 

Types (CRDTs). OT is the foundation of platforms like 

Google Docs, enabling multiple users to edit the same 

document simultaneously without conflicts. CRDTs, 

meanwhile, offer an alternative consistency model that 

guarantees convergence without requiring a central server to 

resolve conflicts. Both models are computationally intensive 

and more suited to large-scale applications. In contrast, 

"Connect Together" takes a simplified and more efficient 

approach by combining WebRTC for audio and video 

communication with Socket.IO for real-time synchronization 

of code editing and interface interactions. Socket.IO is a 

JavaScript library that facilitates low-latency, bidirectional 

communication between web clients and servers using 

WebSockets, making it ideal for real-time applications like 

collaborative editors. By using Socket.IO instead of OT or 

CRDT mechanisms, "Connect Together" minimizes the 

computational and architectural overhead, making it well-

suited for small to medium-sized teams or classrooms. This 

streamlined model allows the platform to maintain high 

responsiveness and reliability without the complexity of 

traditional collaborative algorithms. It strikes a balance 

between functionality and performance, particularly 

benefiting users who need effective collaboration tools 

without deploying resource-heavy infrastructure. The 

limitations of existing tools further emphasize the need for an 

integrated platform. Visual Studio Code’s Live Share 

extension, for example, is a powerful tool for collaborative 

programming within desktop-based Integrated Development 

Environments (IDEs), but it lacks built-in support for video 

communication, especially in web-based formats. Similarly, 

coding interview platforms like HackerRank and CodeSignal 

offer certain levels of integration between coding 

environments and video calls, but these are often proprietary, 

closed-source, and limited in customization. Such platforms 

cater mostly to large-scale recruitment operations, leaving 

individual educators, freelancers, and small companies with 

fewer options. The academic research by Zhang et al. (2021) 

underscores this issue by highlighting the importance of a 

seamless interface between interviewers and candidates. 

Their findings suggest that separate tools for communication 

and coding can introduce friction, confusion, and inefficiency 

in the evaluation process. "Connect Together" aims to 

eliminate this disconnect by embedding both 

functionalities—live communication and collaborative code 

editing—into a unified interface. This holistic integration 

fosters natural interaction, faster feedback loops, and more 

engaging collaboration experiences. The user interface of 

"Connect Together" is designed with simplicity and 

functionality in mind. It features a code editor window 

(supporting multiple programming languages), a side panel 

for video/audio communication, and auxiliary tools like a file 

explorer, syntax highlighting, and live preview (where 

applicable). Users can easily share room links, invite 

collaborators, and even record sessions for review or 

documentation purposes. Moreover, the platform supports 

role-based access controls, which is particularly beneficial 

for interviews and classroom environments. For instance, 

instructors or interviewers can have control privileges such as 

starting or ending the session, muting participants, or locking 

the editing pane for specific users. These features ensure that 

the collaborative experience remains organized and secure. 

From a deployment perspective, "Connect Together" is built 

using widely supported web technologies such as HTML5, 

CSS3, JavaScript (Node.js for backend), and open-source 

libraries. This makes it platform-independent and easy to host 

on cloud services like AWS, Google Cloud, or DigitalOcean. 

The platform's open-source nature also encourages 

community-driven improvements and customizations, 

making it a valuable resource for developers and educators 

alike. Security and privacy are also key considerations. Peer-

to-peer media streams facilitated by WebRTC are end-to-end 

encrypted, ensuring confidentiality during video calls. The 

code editing interface is protected with secure login 

mechanisms, and real-time data transmissions via Socket.IO 

are encrypted using TLS/SSL protocols. Regular updates and 

community contributions further enhance the platform’s 

robustness against potential vulnerabilities. 

In conclusion, "Connect Together" is not just another 

communication tool—it is a carefully designed platform that 

addresses a real-world need for integrated, real-time 

collaborative programming with live video communication. 

Its lightweight design, open-source foundation, and modular 

architecture make it a versatile and scalable solution for a 

wide range of users, from educators and students to 

developers, freelancers, and small tech startups. By unifying 

the capabilities of existing tools and eliminating their 

limitations, "Connect Together" empowers users to 

collaborate more effectively in the evolving digital 

landscape. 

 

2. Research Methodology 

 

This section outlines the system design, implementation 

strategy, and integration methodology employed in the 

development of the "Connect Together" platform. The 

methodology is structured into three main components: 

system architecture, file organization, and the integration of 

real-time code editing and video communication features. 

 

2.1 System Architecture 

 

The "Connect Together" platform follows a modular and 

layered architecture designed to ensure scalability, 
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maintainability, and real-time performance. The architecture 

is composed of three distinct layers: 

• Implemented using Node.js with the Express.js 

framework, this layer is responsible for handling HTTP 

requests, generating unique session rooms, managing 

session states, and routing. Most critically, it functions as 

the signaling server for WebRTC, enabling peer-to-peer 

media connection setup via Socket.IO. This server 

manages the exchange of Session Description Protocol 

(SDP) messages and ICE candidates necessary to 

establish WebRTC connections between clients. 

• The frontend is developed using Embedded JavaScript 

(EJS) templates for dynamic rendering and Tailwind CSS 

for responsive and utility-first design. The user interface 

includes pages for the homepage, room joining, video 

conferencing, and the collaborative code editor. Special 

attention is given to user experience (UX) and 

responsiveness, ensuring compatibility across desktops, 

tablets, and mobile devices. 

• This layer integrates WebRTC for audio and video 

streaming and Socket.IO for event-based, low-latency 

messaging. Socket.IO handles the synchronization of code 

between multiple users and acts as the signaling channel 

for establishing and maintaining WebRTC connections. 

This dual mechanism enables real-time video 

communication and synchronized collaborative coding in 

a single unified platform. 

 

2.2 File Structure 

 

The project follows a logical file organization to separate 

concerns and improve code maintainability. The directory 

structure is outlined as follows: 

• /public/: 

This directory contains all static assets, including: 

o JavaScript files such as main.js (core UI 

functionality) and meeting.js (video and editor 

logic) 

o CSS files like tailwind.css and style.css for 

custom and framework-based styling 

o Images and icons used throughout the application 

interface 

• /views/: 

This folder includes all EJS templates used for rendering 

HTML content dynamically: 

o home.ejs: Landing page of the application 

o meeting.ejs: Interface for ongoing video meetings 

and collaborative sessions 

o room.ejs: Intermediate room interface prior to 

entering the main session 

• server.js: 

This is the entry point of the application. It initializes the 

Express server, configures WebSocket (Socket.IO) 

routes, sets up static file serving, and manages room 

logic including session creation, joining, and participant 

tracking. 

• package.json: 

The manifest file defining project dependencies and 

scripts. Key dependencies include: 

o express: Web server framework 

o socket.io: For real-time, bi-directional 

communication 

o nodemon: For development convenience through 

automatic server restarts 

This structured file system supports clean separation of 

frontend, backend, and communication logic, promoting 

scalability and easier debugging. 

 

2.3 Editor and Video Integration 

 

A core feature of "Connect Together" is the integration of 

collaborative code editing with live video communication, 

both of which are essential for use cases like technical 

interviews, pair programming, and tutoring. 

• Collaborative Code Editor: 

The initial MVP (Minimum Viable Product) includes a 

basic implementation using a <textarea> element to 

enable synchronized text editing. Synchronization is 

achieved using Socket.IO, which broadcasts changes in 

real time to all connected clients in a session. This 

enables all participants to view and edit the code 

simultaneously. 

Future versions plan to replace the <textarea> with the 

Monaco Editor, the open-source editor that powers Visual 

Studio Code. This will enable: 

• Syntax highlighting 

• IntelliSense-like auto-completion 

• Language support for multiple programming 

languages 

• Enhanced navigation and debugging tools 

• Realistic developer-like experience for users 

 

Real-time video calls are enabled using WebRTC, allowing 

peer-to-peer transmission of audio and video data. The 

signaling process, which includes the exchange of SDP 

offers/answers and ICE candidates, is managed through 

Socket.IO. Once the peer connection is established: 

• The browser requests access to media devices 

(microphone and camera) via the 

navigator.mediaDevices.getUserMedia() API. 

• Streams are dynamically inserted into the DOM using 

HTML5 <video> elements with autoplay and 

playsinline attributes to ensure seamless rendering. 

• Each participant's video feed is rendered in a grid-like 

layout, adapting to the number of users present in the 

session. 

The architecture ensures low-latency, encrypted 

communication, leveraging WebRTC's built-in security 

mechanisms and peer-to-peer architecture to reduce server 

load and maintain performance. This methodology illustrates 

how "Connect Together" combines modern web technologies 

in a layered approach to deliver a real-time collaborative 
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development experience. By integrating Socket.IO and 

WebRTC within a Node.js and EJS-based architecture, the 

platform balances functionality, performance, and user 

experience—making it a powerful tool for collaborative 

programming and technical communication. 

 

3. Results and Discussion 

 

Table 1 presents performance metrics for two core 

functionalities of the "Connect Together" platform: Video 

Call using WebRTC and Code Synchronization using 

Socket.IO. The table compares these features based on two 

critical parameters—Latency (in milliseconds) and Packet 

Loss (as a percentage). 

The Video Call functionality, powered by WebRTC, 

demonstrates a latency of 50 ms, which is within acceptable 

limits for real-time communication. However, it experiences 

a packet loss of 2.1%, likely due to the higher bandwidth 

requirements of audio and video data streams. Despite this, 

the performance is sufficient for smooth video 

communication in typical usage scenarios. 

 
Table 1: Performance Metrics for Real-Time Communication and 

Collaboration Features 

Feature 
Latency 

(ms) 
Packet Loss (%) 

 
Video Call (WebRTC) 50 2.1  

Code Sync (Socket.IO) 45 0.5  

 

In contrast, the Code Sync feature, facilitated by Socket.IO, 

shows slightly better performance in terms of latency at 45 

ms and significantly lower packet loss at 0.5%. This is 

expected since code synchronization involves lightweight 

text data that is less sensitive to bandwidth fluctuations. 

Overall, the results indicate that both systems perform well in 

real-time, with Socket.IO offering higher reliability for code 

collaboration. The relatively low latency and packet loss 

across both functionalities affirm the platform's ability to 

support seamless, real-time interactions between users. The 

code editor's low latency proves to be highly effective for 

real-time collaboration, particularly in scenarios such as live 

debugging sessions and technical discussions. Users 

experienced minimal delay when editing code, which 

allowed for smooth and synchronized collaboration between 

participants. This responsiveness is critical for maintaining 

the natural flow of conversation and technical interaction. 

Although WebRTC performance can fluctuate depending on 

network conditions, testing demonstrated that video and 

audio communication remained smooth and consistent in 

most environments, providing a reliable medium for real-

time interaction. In terms of user experience, participants 

reported a positive and productive environment, especially 

during mock interviews and collaborative programming 

sessions. The integration of the code editor, video call, and 

chat into a single interface significantly enhanced usability 

by reducing the need to switch between multiple applications. 

This streamlined approach not only saved time but also 

improved concentration and communication during sessions. 

Users found it easier to stay engaged, share feedback, and 

collaborate more naturally, as all necessary tools were 

available within one cohesive platform. Compared to 

traditional solutions that offer either video conferencing or 

code sharing in isolation, "Connect Together" delivered a 

more unified and efficient experience. The platform's 

integrated design, low latency, and ease of use make it 

particularly suitable for technical interviews, remote tutoring, 

and distributed software development. 

 
Table 2: Feature Comparison of Collaborative Platforms for 

Coding and Communication 

Platform Video Code Editor Free/Open Source 

Zoom + Replit Yes Yes(external) No 

VS Code Live Share No Yes  Yes 

Google Meet Yes No No 

Connect Together Yes  Yes Yes 

 

Table 2 provides a comparative analysis of different 

platforms used for collaborative programming and 

communication, focusing on three key features: video 

functionality, integrated code editor, and whether the 

platform is free and open source. 

Zoom + Replit is a commonly used combination where Zoom 

provides the video conferencing feature and Replit offers an 

external, browser-based code editor. While both 

functionalities are available, they exist on separate platforms, 

leading to a disjointed user experience. Additionally, this 

combination is not open source, which limits customization 

and transparency, particularly for academic or research use. 

VS Code Live Share, a plugin for Visual Studio Code, offers 

a powerful collaborative code editing experience within the 

desktop IDE. It allows users to share their development 

environment and code in real-time. However, it does not 

support integrated video communication, requiring users to 

use separate applications for audio or video calls. It is free 

and open source, making it a favorable choice for developers 

who prioritize extensibility and community-driven 

development. 

Google Meet provides a free video conferencing solution but 

lacks any built-in support for code editing. Users must rely 

on external tools to collaborate on code, which increases 

context-switching and can hinder the flow of technical 

discussions. It is also not open source, restricting 

customization options. 

In contrast, Connect Together offers a unified solution that 

combines video communication, real-time collaborative code 

editing, and is entirely free and open source. This integration 

reduces the need for multiple tools, streamlines collaboration, 

and offers a customizable foundation for educational 

institutions, startups, and developer communities. By 

addressing the limitations of existing platforms, Connect 

Together provides a more cohesive and efficient environment 

for technical interviews, pair programming, and online 

coding workshops. 
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4. Conclusions 

 

• "Connect Together" offers a unified platform that 

seamlessly integrates real-time video communication 

and collaborative code editing, making it ideal for 

developers, educators, and recruiters. 

• Its lightweight and modular architecture ensures ease of 

deployment and accessibility, especially for academic 

institutions and small teams. 

• By leveraging WebRTC for media streaming and 

Socket.IO for low-latency synchronization, the platform 

delivers a smooth, responsive experience for live 

coding interviews, pair programming, and remote 

workshops. 

 

4.1 Planned Future Enhancements 

 

• User Authentication via OAuth or Firebase for secure 

and personalized sessions. 

• Real-Time Code Execution Engine to compile and 

display output directly within the editor. 

• CRDT Integration for more robust and persistent 

collaborative editing. 
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